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Abstract—Several frameworks have been proposed to help designers of embedded system applications. However, we currently lack methodological tool support to take into account the interplay between security&dependability and resource properties. In this work, we propose a modeling environment which associates model-driven paradigms with security and dependability patterns to ensure that the combination of security and dependability solutions fit on the targeted hardware platform. The resulted framework will serve as a tool to estimate the resources consumed by the security and dependability solutions at early stages of design to help the designer to avoid resource conflicts at run-time. In addition, we provide an architecture for development tools to support the design and the analysis of pattern-based secure and dependable applications. Finally, we apply it in practice to a use case from railway domain with strong security and dependability requirements.


I. INTRODUCTION

Embedded systems share a large number of common characteristics, including real-time and physical constraints (e.g. temperature), as well as energy efficiency requirements [1]. Furthermore, many embedded systems also have assurance requirements, ranging from very strong levels involving certification (e.g. DO178 and IEC-61508 for safety-relevant embedded systems development) to lighter levels based on industry practices. Consequently, the conception and design of embedded systems is an inherently complex endeavor. In particular, non-functional requirements from Security and Dependability (S&D) are exacerbating this complexity. This is especially true for Resource Constrained Embedded Systems (RCES), as they refer to systems which have memory and/or computational processing power constraints. The generation of RCES therefore involves specific software building processes.

Security&Dependability solutions may have a vast impact to the rest of the system, for example an improved rigorous authentication mechanism may degrade performance; and vice-versa system resource restriction may potentially compromise security, for example using light cryptographic mechanisms is usually performed to boost performance but may pose security risks. Therefore the system’s resource constraints and S&D cannot be considered in isolation, but they need to be studied in tandem as quality attributes. However, in many cases security and dependability engineering and system engineering are “islands”, in the sense that the disciplines work independently of one another. In addition, in system engineering, S&D may be compromised in several system layers and lifecycle stages. Usually, S&D are considered when design decisions are made leading to potentially conflicting. This brings tremendous challenges during system integration and evolution. The interplay between requirements engineering and architecting has been well established [2] but we lack methods and tools to support it [3].

Model-based system engineering and Model-Driven Engineering (MDE) promote the integration of S&D issues into the complete engineering process [4]. When S&D requirements are determined, architecture and design activities are conducted using modeling-techniques and tools for higher quality and seamless development. On the other hand, the integration of S&D features using this approach requires the availability of system architecture expertise, application domain specific knowledge and S&D expertise at the same time to manage the potential consequences of design decisions on the S&D of a system and on the rest of the architecture attributes. For instance, at architectural level, security means to have a mechanism (it may be a component or integrated into a component). Hence capturing and providing this expertise by means of S&D patterns can enhance systems development by integrating them in the different development life-cycle stages.

In [5], we have studied pattern modeling frameworks and proposed semi-formal representation of security and dependability patterns using metamodeling techniques and provided accompanying formal specification to validate their security and dependability properties. In this
paper, we go one step further: we propose a modeling framework for the specification and analysis of secure and dependable pattern-based software and system architecture for RCES using patterns. Special emphasis will be devoted to promote the particularly challenging task of efficiently integrating security and dependability solutions, within the restricted available resources for embedded system, by design to foster reuse. At the core of the framework is a set of Domain-Specific Modeling Languages (DSML) [6] and model transformations that allow modeling a set of modeling artifacts, including pattern, resource and property models. The pattern is the first class citizen of these modeling artifacts to describe security and dependability solution. The resource will capture the computing system platform and the property will allow to govern the use of patterns and their analysis for reuse.

The rest of the paper is organized as follows. In Section II, we present a review of the most important related work. In Section III, we outline our overall approach for pattern-based engineering methodology. Section IV presents the management of S&D pattern-based architecture during the software development lifecycle with analysis activities. In Section V, we describe an model-based development framework to support the methodology. Section VI describes the usage of the defined modeling framework in the context of pattern-based RCES applications through a case study from railway domain. Finally, section VII concludes and draws future work directions.

II. Related Work

The ideas of system architecture, security and dependability modeling and analysis are not new but, to the best of our knowledge, the interplay and integration of system security&dependability and the rest of the architecture is. In this section we describe prior work in these areas and discuss their relationship to our work.

There has been a renewed interest in how to support the Twin Peaks model [7], in a wide range of aspects such as: theoretical frameworks for relating requirements and architecture, tools and techniques such as goal-oriented inference and uncertainty management, problem frames and service composition. There has also been a discussion on the similarities between the problem and solution space and the way of interpreting requirements and design decision based on the viewpoint of a stakeholder [8]. More relevant to the topic of this paper, there are also approaches for applying the Twin Peaks model in the context of security [9]. [10] presents an approach for the identification of inconsistencies of models in the context of Model-based System Engineering using pattern matching and multi-graphs based formalism.

Several proposals exist in the literature to deal with patterns for security and dependability concern. They allow to solve very general problems that appear frequently as sub-tasks in the design of systems with security and dependability requirements. These elementary tasks include secure communication, fault tolerance, etc.

A framework for the development of dependable software systems based on a pattern approach is proposed in [11]. The pattern specification consists of a service-based architectural design and deployment restrictions in form of UML deployment diagrams for the different architectural services. [12] reports an empirical experience, about the adoption and eliciting S&D patterns in the Air Traffic Management (ATM) domain, and show the power of using patterns as a guidance to structure the analysis of operational aspects when they are used at the design stage. [13] presented an overview and new directions on how security patterns are used in the whole aspects of software systems from domain analysis to the infrastructures.

In this paper, our aim is to support the interplay between S&D solutions and the resource constraints of the system using property model as an intermediate model. We will provide a set of domain-specific modeling languages and metamodels that will support software engineers in specifying the system constraints and requirements for the security and dependability and resource constraints interactions. As part of this objective we will focus on patterns to describe security and dependability solutions and on resource models to specify customized system and software architectures considering different concerns (e.g. target platforms, S&D quality attributes required by applications, etc.).

III. Approach: Contribution to the Modeling of S&D Applications

Security and dependability are not building blocks added to an application at the end of the life cycle. It is necessary to take into account these concerns from the requirement to the integration phases. From another perspective, in system engineering, security and dependability may be compromised in several system layers. Usually, security and dependability are considered when design decisions are made leading to potentially conflicting design requirements. The integration of security and dependability features requires the availability of a system architect, an application domain specific knowledge and a security and dependability expert at the same time to manage the potential consequences of design decisions on the security and on the dependability of a system and on the rest of the architecture. For instance, at architectural level, security means to have a mechanism (it may be a component or integrated into a component).
We promote a new discipline for system engineering using a pattern as its first class citizen, towards meeting our wider objective: Pattern-Based System Engineering (PBSE). Therefore, PBSE focuses on patterns and from this viewpoint addresses two kinds of processes: the process of pattern development and the process of system development with patterns. The main concern of the first process is designing patterns for reuse and the second one is finding the adequate patterns and evaluating them with regard to the system-under-development’s requirements. As well, we add a repository as a tier which acts as intermediate agent between these two processes. A repository should provide a modeling container to support modeling artifacts life-cycle associated with different methodologies.

The conceptual vision of our process model is visualized in Fig. 1. In this vision, the developer starts with the system specification fulfilling the requirements. In a traditional approach (non pattern-based approach) the developer would continue with the architecture design, module design, implementation and test. In our vision, instead of following these phases and defining new modeling artifacts, that usually are time and efforts consuming as well as errors prone, the system developer merely needs to select appropriate patterns from the repository and integrate them into the model of the system under development.

![Figure 1. Pattern-based System and Software Engineering](image)

Once the repository\(^1\) is available, the usage of this process proceeds as follow (the numbers in parentheses correspond to the numbers in Fig. 1). The developer creates a model representing the target platform importing appropriate resource models from the repository (1). For the software part, the system developer executes the search/select actions from the repository to import patterns building a pattern system configuration (2). For each of these configurations, a mapping through an allocation process is executed (3). The allocation supports the links between a pattern and its required resources from the platform model. The result of the allocation, as the platform model and a configuration for a model of a system of patterns, is then used for analyzing (4) the resource consumption of the patterns with regard to the resources defined in the platform model (e.g. memory, processing power). The result of the analysis is then delivered for evaluation (5). The developer can then use MDE techniques, such as refinement, for implementing the system using the appropriate pattern system configuration (6).

**IV. S&D Pattern-based Architecture Modeling and Analysis**

In our context, we have identified three kind of modeling artifacts: (1) resource models to describe platforms, (2) S&D patterns to describe software and system security and dependability solutions and (3) property models as intermediate models to serve primarily to govern the use of patterns and to evaluate their level of security as well as their resource consumption for analysis and reuse, with regard to the targeted platform. This approach aims to define an engineering discipline for S&D applications that is adapted to resource-constrained embedded systems. We now present a set of definitions and concepts that might prove useful in understanding our approach.

Adapting the definitions of [14], we propose the following:

**Definition 1 (System of S&D Patterns):** We define a security and dependability system of patterns as a collection of security and dependability patterns forming a vocabulary. Such a collection may be skillfully woven together into a cohesive whole that reveals the inherent structures and relationships of its constituent parts toward fulfilling a shared security and dependability objective.

**Definition 2 (System of S&D Patterns Configuration):** A system of S&D patterns configuration is a subset of a system of patterns composed of a list of S&D patterns and a list of relationships between these S&D patterns. It will be used to specify one possible structure of an application based on S&D patterns which will be deployed on a platform.

In the following, we show how we integrate a pattern from the input pattern system (i.e. from the repository) in pattern system configuration using the potential relationships between patterns. Then, we describe the analysis in terms of resource consumption to help during the pattern selection activity regarding the target platform. Mainly, we focus on the support of consistency between S&D architectural design decisions and platform resource models through patterns.

---

\(1\)The repository system populated with S&D patterns and models
A. Pattern System Configuration Management

A system of pattern is composed of a set of patterns and their relationships (see Definition 1). Let $S$ be a system of patterns. We denote the set of patterns and the set of the relationships of the system of patterns $S$, respectively. Each relationship is associated with a relationship type [15], denoted by $\text{referenceKind}$, and each pattern is associated with a list of its relationships, denoted by $\text{references}$. Let $S_c$ and $S_i$ denote the complete system of patterns and the initial configuration of the system of patterns, respectively. To define a set of system of patterns configurations, denoted by $S_g$, we propose in Listing 1 a simple algorithm called $\text{configurationGen}$.

\begin{verbatim}
1 Algorithm configurationGen
2 Input: $S_c$, $S_i$, $\text{referenceKind}$.
3 Output: $(S_g)$
4 for each Pattern in the $P(S_i)$ do
5 for each Reference in Pattern $\text{references}$ do
6 if Reference $\text{referenceKind}$ = $\text{referenceKind}$
7 duplicateModel($S_g$, $S_i$)
8 replacePattern($S_g$, $S_c$, Pattern, $\text{referredPattern}$)
9 save()
10 endif
11 endfor
12 endfor
\end{verbatim}

Listing 1. Configuration generation algorithm

This algorithm takes as input $S_c$ and $S_i$ and a $\text{referenceKind}$ from $R(S_c)$ to find further configurations which are equal to $S_i$ with respect to the relationship (i.e. $\text{referenceKind}$). The base of the system of patterns ($S_i$) is parsed and for each pattern in this system equal patterns (with respect to the $\text{referenceKind}$) are looked up in the complete system of patterns (lines 3 and 4). If a pattern is found, a new configuration (newConfig) is generated from the base system (line 7) and the pattern ($\text{Pattern}$) from $S_i$ is replaced by the equal pattern ($\text{referredPattern}$) from $S_c$. If multiple patterns are equal to a pattern in the base system, multiple configurations (one for each equal pattern) are generated. This algorithm allows to generate equal (e.g. similar, alternative) pattern system configurations and, later on, to analyze these different configurations.

B. Pattern-based System Model Analysis

Once the platform was specified using resource models, the analysis activity will be used to calculate resource consumption values and to incorporate these information into system models. For that, we provide in Listing 2 a simple algorithm to calculate the resource usage of a pattern system configuration ($S_g$) for a platform ($P$). This algorithm parses the used patterns for their consumption of different resources defined in the platform model (e.g. memory, processing power) and adds these up. The result is then injected into the platform model.

\begin{verbatim}
1 Algorithm CalculateResourceUsage
2 Input: $S_g$ as a system of pattern configuration model
3 InputOutput: $R$ as a platform model
4 for each Property $pr$ in $R$
5 for each Pattern $p$ in the $P(S_g)$ do
6 if each $P$.Property do
7 $pr$.value := $\text{sum}(pr$.value, $P$.Property.value)
8 endfor
9 endfor
10 endfor
11 endfor
\end{verbatim}

Listing 2. Resource consumption computing algorithm

For each identified property, the algorithm loops over all the patterns composing the system of patterns configuration ($S_g$). For each pattern (line 5), all its properties’ categories (line 6) are compared to the category of the $R$ resource property, and if matching (line 7) the values are summed up (line 8). The result is then stored as the value of the value of the platform resource property.

V. Model-Based Development (MBD)

In this section we describe an MDE framework to support the previous approach. We use metamodeling and model transformation techniques for the specification and analysis of secure and dependable system and software architecture. However, the approach does not prescribe a fixed set of metamodels and model transformations to be used. As mentioned earlier, the approach only focuses on security and dependability requirements that directly influence the available platform resources.

A. Artifacts Modeling Languages

Here, we provide a description of a set of modeling languages for the specification of the identified set of modeling artifacts: S&D patterns, property and resource models. As we shall see, S&D and resource models are used as model libraries to define the S&D and resource properties of the pattern. Therefore, a pattern can be stored in a repository and can be loaded according to the desired S&D and resource properties.

1) A Metamodel for Non-Functional Properties (GPRM): The Generic Property Metamodel (GPRM) is a metamodel defining a new formalism for describing property libraries including units, types and property categories. The following paragraph details the meanings of the principal classes of the $\text{GPRM Metamodel}$, which is depicted with Ecore notations in Fig. 2.

- $\text{GprnProperty}$. A property is a basic attribute shared by all members of an artifact (pattern, resource, etc.). As we shall see, it will be used to define pattern and resource properties (see SERM and SEPM metamodels).
CPU resource category and the DDR2 RAM belongs on RAM resource category.

- **SermResource**. It is an **GprmProperty** denoting a particular characteristic of a resource.

3) A Metamodel for S&D Patterns (SEPM).: The System and Software Engineering Pattern Metamodel (SEPM) is a metamodel for describing S&D patterns, and constitutes the base of our pattern modeling language. Here we consider patterns as sub-systems that expose services (via interfaces) and manage S&D and Resource properties (via features) yielding a unified way to capture meta-information related to a pattern and its context of use. The following paragraph details the principal concepts of the SEPM metamodel to specify an S&D pattern, as described with Ecore notations in Fig. 4.

- **SepmPattern**. This block represents a security pattern as a subsystem describing a solution for a security particular recurring design problem that arises in specific design context. A **SepmPattern** defines its behavior in terms of provided and required interfaces.

- **Interface**. A **SepmPattern** interacts with its environment with **Interfaces**. We consider two kinds of interface:
  - **SepmExternalInterface**. Allows implementing interaction with regard to the integration of a pattern into an application model or to compose patterns.
  - **SepmTechnicalInterface**. Allows implementing interaction with security primitives and protocols, such as encryption, and specialization for specific underlying software and/or hardware platforms, mainly during the deployment activity.

- **SepmProperty**. Is an **GprmProperty** denoting a particular characteristic of a pattern related to the concern it is dealing with and dedicated to capture its intent in a certain way. For instance, security and dependability properties.

**Example.** We illustrate the usage of the SEPM for specifying a pattern with the example of secure communication pattern based on SSL\(^2\) mechanism. Here, we specify an S&D property: “authenticity of sender and receiver”. To type the category of this property we use a category from the earlier defined in the S&D category library: **Authenticity**. Moreover, we identify some resource properties, such as “CPU resource time for encryption” and “CPU resource time for decryption.”

---

for authentication” that belong to category CPUTime, and “extra energy cost for encryption” and “extra energy cost for authentication” that belong to category PowerConsumption.

Figure 4. The (simplified) SEPM Metamodel

4) A Metamodel of system of patterns.: According to Definition 1, an S&D pattern system is a modeling artifact system where its constituent parts are S&D patterns and their potential relationships. In the following we detail the meanings of the principal classes of the pattern system metamodel, which is depicted with Ecore notations in Fig. 5.

- SepmSystemOfPatterns. A system of S&D patterns describes the relationships and the linkage among individual patterns (SeReference). Thus dependencies between specific problems can be considered in a comprehensive way.
- SeReferenceKind. We use an enumeration to define a set of types of links between S&D patterns as an extension of the relationships classification proposed in [15].
  - refines. It is used to represent the refinement relationship between two patterns.
  - specializes. It is used to represent the specialization relationship (detail).
  - uses. It is used to represent the functional dependency relationship between two patterns.
  - isSimilar. It allows to link two patterns that perform the same functionality. This link is often used to link software patterns to their equivalent hardware patterns.
  - isAnAlternative. It allows to link two patterns that solve the same problem, but propose different solutions.

B. System of Patterns Configuration Analysis

For the analysis, we propose to use model transformations techniques to calculate resource consumption values and to incorporate the results into system models. According to the describable artifact, we introduce a new kind of properties to be described as a computable characteristic using the attribute computable (see Figure 2). Hence, the value of the property could be defined either by the designer during the design activity or by calculation during the analysis activity. In this case, the corresponding instance of GprmProperty (GPRM) has the computable attribute set to “true”.

The overview of the framework’s transformations is shown in Fig. 6. The concepts of the transformations are expressed (i.e. Transformation Specification) using the Source Metamodel(s) and the Target Metamodel(s). Once specified, transformation is run (i.e. Transformation execution) taking as input the Source Model(s) and producing as output the Target model(s).

C. Design and Analysis Tools

Using the proposed metamodels and the Eclipse Modeling Framework (EMF) [16], ongoing experimental work is done with SEMCOMIT³ (SEMCO Model Development Tools, IRIT’s editor and platform plugins) as a Model-Driven Engineering tool-chain supporting the proposed metamodels. All used metamodels are specified using EMF. For the description of the model transformations, the QVT Operational language⁴ is used. We build a set of software tools, for instance for design, for populating the repository and for retrieval and transform from the repository. Moreover, we provide tools to support the

³http://www.semcomit.org
⁴http://www.omg.org/spec/QVT/
management of systems of patterns, the generation of configurations and the transformations for analysis.

The resource designer called Matho includes features supporting the design of resource category libraries, design of platform resources, deposit to and retrieve from the repository through access tools. Although the tool allows to mix resource categories and resources the same model (conforming to the definition of SERM metamodel), we recommend to separate these artifacts in two different models. The first is used to define resource category libraries; and the second is to describe the platform resources by importing and using the previous resource category libraries to type resources. The pattern designer called Arabion is used to populate the repository with patterns conforming to SEPMM metamodel, to model the system of patterns and to derive configurations from systems of patterns.

Using the algorithm proposed in IV-A, we generate a set of configurations that will be simulated with the platform in order to select the ones that give the best resources consumption trade-off. To traverse the model of the platform, the pattern system configuration and to perform calculations of resource consumption, such as depicted in Listing 2, we developed a M2M transformation using the Eclipse implementation of QVTO.

VI. A CASE STUDY

We demonstrate the applicability of our proposed framework through the Safe4Rail demonstrator [17] which is a simplified version of a real ETCS (European Train Control System) signaling, control and train protection system. The main functionality of this demonstrator is to supervise that traveled speed and distance do not exceed authorized maximum values provided by the railway infrastructure. In the following sub-sections, we focus on the European Vital Computer (EVC) subsystem platform that executes the safety application. For the sake of simplicity, many functionalities of this case study have been omitted. As we will see, the architecture will be incomplete, since the approach only focuses on the description of the system platform that directly influence the security and dependability requirements. The hardware part of this subsystem is composed of a carried board on which is installed a conga-CA board with a microprocessor (Intel Atom Z530), a RAM (DDR2 RAM) and a set of interfaces for the connections. The conga-CA is accompanied with an additional programmable resource calculation unit (FPGA-Spartran).

A. Identification of Patterns

The architects analyze system safety and security requirements and mentally identify possible architectures and safety solutions to be used. Fig. 7 shows how these patterns are interconnected to form the whole system of patterns.

Figure 7. Architecture of complete system of patterns

B. Modeling of Safe4Rail

First, we model the platform resources using the predefined libraries of resource categories. We have used Matho which provides a tree editor for resources modeling, as shown in Fig. 8. These resources are tagged and configured using the resource category libraries and the property category libraries, so that the platform model can be built subsequently as a set of configured resources. Second, we model the application based on the selected S&D patterns. We have used Arabion following modeling steps as explained in Section V-C. This means that we have started by modeling the whole pattern system including all the patterns and the relationships between them as shown in Fig. 7. Then, we use Arabion again to build the base configuration. In our case, we
have chosen an initial configuration composed of N-version programming, VoterSW, DataAgreement, Watchdog, SafetyCommCRC, SecureCommSSL and reciprocal monitoring patterns. Finally, using the configuration generation algorithm introduced in Section IV-A, we get a set of pattern system configurations. Next, we will see how some of these configurations will be used for the resource consumption analysis.

### C. Analysis of Safe4Rail Application

To describe the conduct of analysis, we have selected three configurations:

- **Scenario 1:** "isSimilar" configuration is obtained by replacing software Voter pattern by hardware Voter pattern in the "Base" configuration.
- **Scenario 2:** "isAlternative" configuration is obtained by replacing SecureComSSL pattern by SecureComHMAC pattern in the "Base" configuration.
- **Scenario 3:** "Specializes" configuration is obtained by replacing SecureComSSL pattern by SecureComSSLTPM pattern.

Both the system of patterns and the platform are modeled as shown previously. To calculate the whole resource consumption, we execute the M2M transformation engine, using the configuration model of this scenario and the platform model as inputs, to produce a new platform model annotated with the calculated values of the resource consumption. Table I shows a comparative view of the resource consumption of the three pattern system configurations. Of course, since the system architecture contains only elements necessary for the description of the platform, the architecture will be incomplete. However, the resulted model of the system, including platform description, system of patterns configurations and the analysis, will allow the architect to experiment and to get familiar with different possibilities and options before proceed to the next steps. Also, the resource consumption results can be used to analyze which security and dependability requirements should be implemented and which should be candidates for modification or for elimination.

<table>
<thead>
<tr>
<th>Resources</th>
<th>Resource property category</th>
<th>Scenario 1</th>
<th>Scenario 2</th>
<th>Scenario 3</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td>Max value</td>
<td>Usage %</td>
<td>Max value</td>
</tr>
<tr>
<td>Personal Workstation</td>
<td></td>
<td>1000</td>
<td>0.00%</td>
<td>1000</td>
</tr>
<tr>
<td>Personal Security</td>
<td></td>
<td>2000</td>
<td>0.00%</td>
<td>2000</td>
</tr>
<tr>
<td>Personal Workstation</td>
<td></td>
<td>3000</td>
<td>0.00%</td>
<td>3000</td>
</tr>
<tr>
<td>Personal Security</td>
<td></td>
<td>4000</td>
<td>0.00%</td>
<td>4000</td>
</tr>
<tr>
<td>Personal Workstation</td>
<td></td>
<td>5000</td>
<td>0.00%</td>
<td>5000</td>
</tr>
<tr>
<td>Personal Security</td>
<td></td>
<td>6000</td>
<td>0.00%</td>
<td>6000</td>
</tr>
<tr>
<td>Personal Workstation</td>
<td></td>
<td>7000</td>
<td>0.00%</td>
<td>7000</td>
</tr>
<tr>
<td>Personal Security</td>
<td></td>
<td>8000</td>
<td>0.00%</td>
<td>8000</td>
</tr>
<tr>
<td>Personal Workstation</td>
<td></td>
<td>9000</td>
<td>0.00%</td>
<td>9000</td>
</tr>
<tr>
<td>Personal Security</td>
<td></td>
<td>10000</td>
<td>0.00%</td>
<td>10000</td>
</tr>
</tbody>
</table>

### VII. Conclusion and Future Work

The intended role of pattern-use is to ease, systematize and standardize the approach to the construction of software-based systems. However, the problem consists in identifying them explicitly and then selecting them for reuse. In Resource Constrained Embedded Systems (RCES) development, this means that a careful balance and trade-off analysis among Security and Dependability (S&D) requirements, patterns and available platform resources is necessary. In doing so, we propose to use metamodeling and model transformation techniques for the specification of pattern configuration and to calculate resource consumption values and to incorporate this information into system models. This allows: (1) To define a new paradigm for design and implementation based on the interplay between the S&D and resource properties; (2) To increasing S&D level of RECS products by making S&D a built-in feature while enabling a consistent architecture of a system taken into account resource constraints. Furthermore, we walk through a prototype as a set of EMF editors and a set of model transformation engines supporting the approach using Operational QVT specification. An illustration by means of a case study from railway domain is provided.

As stated earlier, the pattern-based security and dependability methodology seems to be a very interesting combination of two flavors of software and hardware design which has not been addressed sufficiently in literature. The next step of this work consists in defining a pattern-based security engineering methodology. It aims at providing the correct-by-construction integration of a design pattern into an application while offering a certain degree of liberty to the designer using it. In order to be able to validate the integration, we must have a formal specification of the pattern [18], i.e., its properties, constraints and related validation artifacts [19], as input to the pattern-based development process. The architecture description needs to be extended with other type of elements, e.g., software components, connectors and deployments units. This types of elements can be used, for instance, to describe architectural security and dependability patterns [20]. Concurrently, more sophisticated techniques to derive artifacts relationships can
be implemented, possibly using different domains, to reduce the complexity to design pattern systems. Furthermore, the correctness of the model transformations have to be determined. Another objective for the near future is to provide automated tool support for pattern-based development, preferably based on a widely known and accepted model-based approach in industry such as UML [21]. For that, we plan to investigate the possibility to transform our design artifacts into UML and their corresponding validation artifacts into OCL [22], which would make these patterns compatible with collections such as the one in [23].
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